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Abstract. This short note is devoted to a significant enhancement of [8]
by resolving satisfactorily the problem formulated at the end of that ar-
ticle. More precisely, a new laconic, secure, and efficient (de)compression
method is provided for points of any elliptic curve over any highly 2-adic
finite field of large characteristic. Such fields are ubiquitous in modern
elliptic curve cryptography, whereas they severely slow down the conven-
tional x-coordinate (de)compression technique. In comparison with the
main method from the cited work, the new one requires neither compli-
cated mathematical formulas nor conditions on the curve. Thereby, the
current work is universal and much more implementation-friendly, which
justifies its existence, despite the absence of interesting mathematics be-
hind it.
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1 Main

With the reader permission, the full introduction on (de)compression of elliptic
curve points (in the highly 2-adic setting) is omitted to avoid repetitions with
the fresh comprehensive article [8]. All the necessary details on the topic can be
found in that article and especially in its introduction. Nevertheless, let’s survey
very briefly the state of affaires.

As usual, we are given an elliptic curve E : y2 = f(x) := x3 + ax + b over
a finite field Fq of large characteristic. In the past, ECC (elliptic curve cryptog-
raphy) used to be mostly employed when the 2-adicity ν := ν2(q − 1) is small
or even ν ⩽ 2. Therefore, the classical x-coordinate (de)compression method
[4, Appendix D.2.1] was an ideal solution for compact point representation. In-
deed, the follow-up decompression stage extracts y =

√
f(x) ∈ Fq, which is

readily done by Tonelli–Shanks’ algorithm [12] or just by one exponentiation
in Fq. However, the base fields for many modern elliptic curves (see, e.g., [1])
are often highly 2-adic (i.e., ν ≫ 2) owing to advanced zk-SNARK (zero knowl-
edge succinct non-interactive argument of knowledge) applications. As is known,
Tonelli–Shanks’ algorithm becomes very slow over such fields, since it requires
O(ℓ+ ν2) multiplications in Fq, where ℓ := ⌈log2(q)⌉.
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Alternatively, there is Müller’s algorithm [11] (look also at [9]) whose cost is
close to that of a general field exponentiation (notably for the large ν), namely
≈ 2ℓ − ν multiplications in Fq. Unfortunately, this algorithm does not function
in constant time, which implies that in some rare situations it “freezes” for a
quite long time. In a nutshell, [8, Section 3.1] explains how to leverage the given
effect to mount a (D)DoS (distributed denial-of-service) attack on a decompressor
based on the naive usage of Müller’s algorithm. By the way, on the Internet page
[10] there is a short discussion about the analogous issue in the hash-to-curve
setting, although it can be seemingly fixed by means of a resilient hash function.
In addition, [8, Section 3.2] proposes an efficient countermeasure (following a
similar idea as in [7]), namely novel (de)compression for which Müller’s algorithm
turns out to be completely deterministic. Nonetheless, the invented technique is
not universal: It is relevant if and only if the order of the group E(Fq) is even.
Thus, a lot of useful prime-order curves (including NIST P-224 [4, Section 3.2.1.2]
and MNT 2-cycles [5]) remain uncovered.

Recall that Müller’s algorithm of finding
√
f(x) needs an additional value u ∈

F∗
q such that g(x, u) := u2 − f(x) is a quadratic non-residue in Fq. Searching for
such umakes the execution variable-time and so long-time for a “poisoned” value
of x. In order to treat this trouble, it is reasonable to iterate u prior to sending x.
Fortunately, the non-constant-time behavior of a compressor does not pose any
threat. In other words, it is impossible to prepare a (D)DoS attack as earlier,
since the compression stage (unlike the decompression one) is independent of
any data received from a public channel. In particular, a generator for the next
values of u must not be cryptographically strong (as one of the solutions from
[8, Table 1]). Thereby, there is no additional risk of relying mistakenly on a
predictable generator. In fact, one can simply increment u := u + 1, starting
with a certain fixed value u0 ∈ F∗

q , as it is frequently done for hashing to elliptic
curves without secret inputs [3, Section 3.2] or for generating a transparent point
basis [2, Section 5.1], [6] with a view towards multi-scalar multiplication.

Hereafter, u = u0 + i for i ∈ N<2m := [0, 2m) ∩ N, where m ∈ N is an
auxiliary parameter. According to [11, Theorem 3.5], the probability of being
a (non-)square for g(x, u) amounts to ≈ 1/2 for the random u and for any x
such that f(x) ̸= 0. Hence, the new compression fails with probability ≈ 1/22

m

for the general x. At the same time, it is necessary to transmit/store not only
this coordinate but also the index i, not to mention one bit for the sign ± of the
coordinate y. To sum up, L := ℓ+m+1 bits are required for compressing a point
from E(Fq) \E[2]. We thus get a kind of trade-off. It is satisfactory in the sense
that m is relatively negligible compared to ℓ of cryptographic size, i.e., ℓ ≈ L.
For instance, already for m = 7, we achieve the standard 128-bit security level,
that is, the probability of solving the discrete logarithm problem on E is not
less. On the other hand, the most popular types of computer networks/memory
operate with bytes rather than bits. So, the case m + 1 = 8 ideally fits them
whenever 8 | ℓ, which is usually true in practice (e.g., for NIST P-224). In this
respect, ℓ + 1 bits do not constitute a more optimal representation than L bits
at least if we are not talking about point packets.
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The compression and decompression under consideration are formalized in
Algorithms 1, 2, respectively. As is customary, sign : F∗

q → F2 is an arbitrary

cheap function such that sign(y) ̸= sign(−y). Besides,
( ·
q

)
stands for the Leg-

endre symbol in Fq and M(x, u) does for Müller’s algorithm of extracting the

square root of f(x) with the help of u such that
( g(x,u)

q

)
= −1. The bit com-

plexity of determining the Legendre symbol is known to be only (sub-)quadratic
in ℓ due to the (binary) Euclidean algorithm [13, Section 12.3]. Consequently,
the compressor succeeds in finding promptly the desired u with overwhelming
probability (unless the parameter m ≈ 0). To be more precise, the given entity
computes on average two

( ·
q

)
as the total overhead, while the decompressor calls

one M(·, ·) apart from exactly two
( ·
q

)
. Finally, the maximum four 2-torsion Fq-

points on E can be separately processed by adding to L one more bit1. We do
not elaborate on this, since small-order points do not occur in ECC protocols
by trivial security reasons.

Algorithm 1: New point compression

Data: A point (x, y) ∈ E(Fq) \ E[2];
Result: The triple com(x, y) ∈ Fq × N<2m × F2;
begin

f := y2;
u := u0;
for i := 0 to 2m − 1 do

g := u2 − f ;
if

(
g
q

)
∈ {−1, 0} then

β := sign(y);
return (x, i, β).

end
u := u+ 1;

end
return fail.

end
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1 In reality, L bits are sufficient, because L > ℓ or, equivalently, 2L ≫ #E(Fq) and
thereby the points of E(Fq)[2] can be easily codified by any quartet (duet or one) of
the unoccupied L-bit strings.
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Algorithm 2: New point decompression

Data: A triple (x, i, β) ∈ Fq × N<2m × F2;
Result: The point (x, y) ∈ E(Fq) \ E[2] such that com(x, y) = (x, i, β);
begin

f := x3 + ax+ b;
u := u0 + i;
g := u2 − f ;
if

(
f
q

)
∈ {−1, 0} or

(
g
q

)
= 1 then

return fail.
end
if g = 0 then

y := u;
else

y := M(x, u);
end
if sign(y) ̸= β then

y := −y;
end
return (x, y).

end
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